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SECTION

1 Introduction

This Quick Start Guide for the GFX library provides simple and comprehensive guidelines on 
how to use the Library for developing purposes and includes the following topics:

Command Lists

Binding Textures

Clipping

Blending and Programming the Core

Drawing
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SECTION

2 Command Lists

A Command List (CL) is considered to be one of the most important features of the GPU. CL 
usage facilitates GPU and CPU decoupling, while its inherent re-usability greatly contributes to 
the decrease in computational effort of the CPU. This approach renders the overall architecture 
capable of drawing complicated scenes while keeping the CPU workload to the very minimum.

The design principles of CLs allow developers to extend the features of their application while 
optimizing its functionality at the same time. For instance, a CL is capable of jumping to 
another CL, thus forming a chain of seamlessly interconnected commands. In addition, a CL is 
able to branch to another CL and once the branch execution is concluded, resume its function-
ality after the branching point.

The GFX library helps developers to easily take advantage of all these features through certain 
basic function calls that trigger the whole spectrum of CL capabilities. A short presentation of 
the most fundamental subset of them is listed in the following sections.

2.1 Create

The most straightforward command for initiating a simple coding example is the Create com-
mand which is listed below.

nema_cmdlist_t nema_cl_create(void)

This fundamental command allocates and initializes a new Command List for later use.
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2.2 Bind

This command sets the referred Command List as active. From that point on, each subsequent 
drawing call will incrementally be incorporated in the active Command List. At any time, all 
drawing operations should be called when there is a bound Command List.

nema_cl_bind_cmdlist(nema_cmdlist_t * cl)

2.3 Unbind

Unbind the currently bound Command List.

nema_cl_unbind_cmdlist(void)

2.4 Submit

Submit the referred Command List for execution. If this CL is currently the one that is bound, 
this call unbinds it. When a CL is submitted for execution, it should never be altered until it fin-
ishes execution. Writing in such a CL results in undefined behavior.

nema_cl_submit_cmdlist(nema_cmdlist_t * cl)

A typical routine for drawing would be the following:

nema_cmdlist_t cl = nema_cl_create();  //Create a new CL
nema_cl_bind_cmdlist(&cl);             //Bind it

/* Drawing Operations */               // Draw scene

nema_cl_unbind_cmdlist();              //Unbind CL (optionally)
nema_cl_submit_cmdlist(&cl);           //Submit CL for execution
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SECTION

3 Binding Textures

Every drawing operation should have an effect on a given destination texture. The texture 
must reside in some memory space which is visible to the GPU.

void nema_bind_dst_tex(uint32_t baseaddr_phys,
                       uint32_t width, uint32_t height,
                       nema_tex_format_t format, int32_t stride)

The above function binds a texture to serve as destination. The texture’s attributes (GPU 
address, width, height, format and stride) are written inside the bound CL. Each subsequent 
drawing operation will have an effect on this destination texture.

Most common graphics operations include some kind of image blitting (copying), like drawing 
a background image, GUI icons or even font rendering. The following command binds a tex-
ture to be used as foreground:

void nema_bind_src_tex(uint32_t baseaddr_phys,
                       uint32_t width, uint32_t height,
                       nema_tex_format_t format, int32_t stride, 
                           nema_tex_mode_t mode);

This function call has a very similar functionality to the NemaGFX_bind_dst_tex. It has one 
extra argument, NEMA_tex_mode_t mode, that determines how to read a texture (point/bilin-
ear sampling, wrapping mode etc).
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The above example can now be extended as follows:

nema_cmdlist_t cl = nema_cl_create();      // Create a new CL
nema_cl_bind_cmdlist(&cl):                 // Bind it

                                  // Bind Destination Texture:
nema_bind_dst_tex(DST_IMAGE,      // Destination address
             320, 240,            // width, height
             NEMA_RGBA8888,       // Image format (32bit, rgba)
             320*4);              // Stride in bytes (width*4 bytes per pixel)

                                  // Bind Foreground Texture:
nema_bind_src_tex(SRC_IMAGE,      // Source address
             320, 240,            // width, height
             NEMA_RGBA8888,       // Image format (32bit, rgba)
             320*4                // Stride in bytes (width*4 bytes per pixel)
             NEMA_FILTER_PS);     // Do point sampling (default option)

/* Drawing Operations */          // Draw scene

nema_cl_unbind_cmdlist();         // Unbind CL (optionally)
nema_cl_submit_cmdlist(&cl);      // Submit CL for execution
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SECTION

4 Clipping

When drawing a scene, it is often necessary to be able to define a rectangular area that the GPU 
is allowed to draw. This way, if some parts of a primitive (e.g., a triangle) falls outside the clip-
ping area, that part is not going to be drawn at all, assuring correctness, better performance 
and improved power efficiency. The Clipping Rectangle can be defined as follows:

void nema_set_clip(int32_t x, int32_t y, int32_t w, int32_t h)

This function defines a Clipping Rectangle whose upper left vertex coordinates are (x, y) and its 
dimensions are w·h.

The default Clipping Rectangle usually is the entire canvas. In the above examples, we used 
textures with dimensions of 320x240. So, adding Clipping would result the following:

nema_cmdlist_t cl = nema_cl_create();      // Create a new CL
nema_cl_bind_cmdlist(&cl);                 // Bind it

                                  //Bind Destination Texture:
nema_bind_dst_tex(DST_IMAGE,      //Destination address
            320, 240,             // width, height
            NEMA_RGBA8888,        // Image format (32bit, rgba)
            320*4);               // Stride in bytes (width*4 bytes per pixel)

                                  // Bind Foreground Texture:
nema_bind_src_tex (SRC_IMAGE,     // Source address
            320, 240,             // width, height
            NEMA_RGBA8888,        // Image format (32bit, rgba)
            320*4                 // Stride in bytes (width*4 bytes per pixel)
            NEMA_FILTER_PS);      // Do point sampling (default option)

nema_set_clip(0, 0, 320, 240);    // Define a 320x240 Clipping Rectangle

/* Drawing Operation */           // Draw scene

nema_cl_unbind_cmdlist();         // Unbind CL (optionally)
nema_cl_submit_cmdlist(&cl);      // Submit CL for execution
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SECTION

5 Blending and Programming 
the Core

When building a graphical interface, the developer has to define what would be the result of 
drawing a pixel on the canvas. Since the canvas already contains the previous drawn scene, 
there must be a consistent way to determine how the source or foreground color (the one that 
is going to be drawn) will blend with the destination or background color that is already drawn. 
The source pixel can be fully opaque, thus will be drawn over the destination one, or it can be 
translucent and the result would be a blend of both the source and destination colors.

For example, blitting a background image of a GUI would require the Source Texture to cover 
entirely whatever is already drawn on the canvas. Afterwards, blitting an icon would require 
the background to be partially visible on the translucent areas of the icon. In order to make this 
possible, the GFX library incorporates a powerful set of predefined blending modes that allow 
the developer to build functional and eye catching applications:

void nema_set_blend_fill(nema_blend_mode_t blending_mode)
void nema_set_blend_blit(nema_blend_mode_t blending_mode)

These two functions refer to blending when filling a primitive (e.g., triangle) with a color or 
when blitting a texture respectively.
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The previous example, after setting the correct blending mode for blitting a background tex-
ture, would evolve to the following:

nema_cmdlist_t cl = nema_cl_create();   // Create a new CL
nema_cl_bind_cmdlist(&cl);              // Bind it

                                  // Bind Destination Textures:
nema_bind_dst_tex(DST_IMAGE,      // Destination address
        320, 240,                 // width, height
        NEMA_RGBA8888,            // Image format (32bit, rgba)
        320*4);                   // Stride in bytes (width*4 bytes per pixel)

                                  // Bind Foreground Texture:
nema_bind_src_tex (SRC_IMAGE,     // Source address
         320, 240,                // width, height
         NEMA_RGBA8888,           // Image format (32bit, rgba)
         320*4                    // Stride in bytes (width*4 bytes per pixel)
         NEMA_FILTER_PS);         // Do point sampling (default option)

nema_set_clip(0, 0, 320, 240);    // Define a 320x240 Clipping Rectangle

nema_set_blend_blit(NEMA_BL_SRC); // Program the Core to draw the source color
                                  // without blending it with the destination
                                  // texture

/* Drawing Operations */          // Draw scene

nema_cl_unbind_cmdlist();         // Unbind CL (optionally)
nema_cl_submit_cmdlist(&cl);      // Submit CL for execution
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SECTION

6 Drawing

Finally, after setting up the above, the CL contains all the information needed to blit an image 
or fill a Geometric Primitive with color. The GFX library has a rich set of functions to do that. For 
the example above, let’s assume that we need to draw a background 320x240 image, starting 
at screen coordinate (0,0) (the upper left corner of the canvas), and then draw a red rectangle 
that starts at point (20, 30) with dimensions 100x200:

nema_cmdlist_t cl = nema_cl_create();   // Create a new CL
nema_cl_bind_cmdlist(&cl);              // Bind it

                                  // Bind Destination Texture:
nema_bind_dst_tex(DST_IMAGE,      // Destination address
              320, 240,           // width, height
              NEMA_RGBA8888,      // Image format (32bit, rgba)
              320*4);             // Stride in bytes (width*4 bytes per pixel)

                                  // Bind Foreground Texture:
nema_bind_src_tex (SRC_IMAGE,     // Source address
              320, 240,           // width, height
              NEMA_RGBA8888,      // Image format (32bit, rgba)
              320*4,              // Stride in bytes (width*4 bytes per pixel)
              NEMA_FILTER_PS);    // Do point sampling (default option)

nema_set_clip(0, 0, 320, 240);    // Define a 320x240 Clipping Rectangle

nema_set_blend_blit(NEMA_BL_SRC); // Program the Core to draw the source
                                  // texture without blending it with the 
                                  // destination texture
nema_blit(0, 0);                  // Blit the bound Source Texture to 
                                  // Destination Texture

nema_set_blend_fill(DEMA_BL_SRC); // Program the Core to fill the Geometric
                                  // Primitive without blending it with the
                                  // destination texture

nema_fill_rect(20, 30, 100, 200, RED);// Fill a rectangular area with red color

nema_cl_unbind_cmdlist();         // Unbind CL (optionally)
nema_cl_submit_cmdlist(&cl);      // Submit CL for execution
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The overall process described in the previous paragraphs, produces the output presented in 
Figure 6-1.

Figure 6-1: Drawing Output

Original Empty Frame Buffer Background Final Output
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SECTION

7 Contact Information

Table 7-1: Contact Information  

Address:
Ambiq Micro, Inc
6500 River Place Boulevard, Building 7, Suite 200
Austin, TX 78730-1156

Phone: +1(512) 879-2850

Website ambiqmicro.com

Emails: info@ambiqmicro.com
sales@ambiqmicro.com

Technical Support: support.ambiqmicro.com

https://ambiqmicro.com/
https://support.ambiqmicro.com/hc/en-us
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